**Bayesian nonparametrics in NIMBLE: Density estimation**

**Overview**

NIMBLE is a hierarchical modeling package that uses nearly the same language for model specification as the popular MCMC packages WinBUGS, OpenBUGS and JAGS, while making the modeling language extensible — you can add distributions and functions — and also allowing customization of the algorithms used to estimate the parameters of the model.

Recently, we added support for Markov chain Monte Carlo (MCMC) inference for Bayesian nonparametric (BNP) mixture models to NIMBLE. In particular, starting with version 0.6-11, NIMBLE provides functionality for fitting models involving Dirichlet process priors using either the Chinese Restaurant Process (CRP) or a truncated stick-breaking (SB) representation of the Dirichlet process prior.

In this post we illustrate NIMBLE’s BNP capabilities by showing how to use nonparametric mixture models with different kernels for density estimation. In a later post, we will take a parametric generalized linear mixed model and show how to switch to a nonparametric representation of the random effects that avoids the assumption of normally-distributed random effects.

For more detailed information on NIMBLE and Bayesian nonparametrics in NIMBLE, see the [NIMBLE User Manual](https://r-nimble.org/documentation).

**Basic density estimation using Dirichlet Process Mixture models**

NIMBLE provides the machinery for nonparametric density estimation by means of Dirichlet process mixture (DPM) models (Ferguson, 1974; Lo, 1984; Escobar, 1994; Escobar and West, 1995). For an independent and identically distributed sample ![y_1, \ldots, y_n](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAEIAAAAMCAMAAADh2JvGAAAAA3NCSVQICAjb4U/gAAAAKlBMVEX///+IiIiYmJjc3Nzu7u66urqqqqoyMjJKSkoKCgoiIiJmZmbMzMx2dnZflmBHAAAAr0lEQVQokZWSCw6EIAxE+xcF73/dLdhqdI3RJghheJMOCKBGADLBh7og3HgBsPLB4YooYAWo+KWJP2TSMQTf2wSSJbN/fNj62iKRrOa5tF8NvbbYkSj2dVnTgil28WZKNRBGNBtKJVosLWiWcYqWm2lXN0TVHyWbGbm2IMxPEQ61I+g2vX83pnpY6D0btamJFIHS+lvGf6al9Dj2aDHUHfEcK3lfZCjHGWlPDqGekR9tkgO8IjuHdAAAAABJRU5ErkJggg==), the model takes the form

![  y_i \mid \theta_i \sim p(y_i \mid \theta_i), \quad\quad \theta_i \mid G \sim G, \quad\quad G \mid  \alpha, H \sim \mbox{DP}(\alpha, H), \quad\quad i=1,\ldots, n .  ](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAhsAAAAlCAMAAADcFtt7AAAAA3NCSVQICAjb4U/gAAAAKlBMVEX///9mZmbu7u5LS0sJCQmYmJjc3NyIiIiqqqp2dna6urrMzMwyMjIiIiL5vbHeAAAE80lEQVR4nO1biZbbIAw092H7/3+35nCCqDDIyb42G+Z1194GhkEoQmC8LDh04/+HwYnErfIUvCz6E9ofMNQ7bHkBBhszVtHqOyqxIRoWk8Sqvy1zznDv+2zjJa/q1O3XWJkU6lAuN3M9fNrJ3Rjn1OOeCZs+ahgWUJNtSXMm2E3BF0GqrprqmsQ9w1bAJFV+J0y4ONnlGi95XafbhVXGUZC2Sy8iFxPP+z221zQsoKbasq+nBGB3hyxB8UXdFtck9obQAC4JcHOZvtF+63GNl+zU6Q6J2cNvLfu2TP6wCPW4N8EL24YF1DRbUgE0BJck+ZZrd75NTBiZhiTALbJ9eHN6o5fs1On6RhplNRCfsm/EomctfmVYSE2yZRs+zNu8Jiu7qUJk29c+lXKrtUH+dodYDLRwLQlwPwagRzteslcH+oZRqs6IUsQXA/Nz9g0u18f8Eiy5DVJTbOmbuaRe9RGNbC237OZmgsh+vqJXu/PFi0WLO8SKEAhxSSX3Pjznjpfs1YFxS8chKu2upTMH5EBen31jCWXDPTfb0VstBqkJtkzjhMIv5mia1VxlNyUzRtRx8MiL04z7VOgX54LKI2m+Q2wJIR2VVHJzPN9DVDdKXqLFXtwHUyyO8XLpo/ZUGU4MiKbKN7YjTMRAEA07Qk2wpU9B+KHmgSBn8+kHCn7e6jAGrGrM2WVNc25pkNBJu53KiMTr+FIIlVRxR2NaJ0sFmGq8ZK99tA7w+zBKSoAQkSK+hT7dsOQ5p/inn5xDPkBNsCUyRg/wwBd+XBmiC50xFY/xuygRRTqxcldKDKUYy12gEvvx2I5KqsYmf7Nl2XFUNVqyA7xO0f4aR0nt4PMU8RkcN9yS2R98zLmhb4xQE2yZvmg41h1bvZVDKMI+T/W5zR/t5ZwRJ67Dq5PXUont+ByJSqq+eCmqeNBxVDVasgO8Tu33iwLdzwvMDfYT1fRYw5ql9I1o2BFqgi3D1F/u35Vzit5iVzW0dTl1i+NfSISQ0YAIk55x5+KESmyCmLHt14ak8o+Y4S+a9VdzoOSoAJQd5DvhlxNh//rkzBFfjqwh8p5GsfcVWbdBaoItF2F5UxFTareL1yDUgeWgSjFf9yYxZmxaD4k7xGGw1cByqC0J7n0xZ5RdBiaKsuSoAJS9bN8ftlgPE+iTk5tdmpAnSNd1jrxnHhN5bY77U5QYpKbY0qpLG8WsAKTeWIhwvYR+PxNwc7ZGIY791rRHAX1uKogCAFrtv8IJYephbFDfsSWCw7tU6NTOWyn3CVgCowLaiMSp26SnXSPcVBAFALTaf4WzQh26cepbtvwb3OT0gIHpCesm60xgReJpLZU4bz4T9xr63FTQNzv67b/CWVNVXCj1PVsiUBZ7YEzYhzqxiv05UlYTiVNi3c6KRnBDdI2XBDTaf61TFSyYKHDqd9hyYmJiYmJiYmJi4t+CK8pDu4kvwqrMm06QTfw+2OkbEw0QfEM57a0bfMA38fkY941Vm02Xz00mfjnGfcPHg3h8+sbXgJJvhHP/f50dn/i1IPhGDBli5htfA4Jv+HQwY/3hN7Un/heo8qSkzqdQ8/W85FARX0DZw5sU+kdfuZz4L3AsPWQ4WpePF6r8klO+npd89pCFMwHM62e5iW/A5fHC9x15nPhAXB4vfOORx4nPw+XxwjceeZz4OFweL5xnD78QfwDfdB7+89G5AAAAAABJRU5ErkJggg==)

The NIMBLE implementation of this model is flexible and allows for mixtures of arbitrary kernels, ![p(y_i \mid \theta)](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAADcAAAARCAMAAABO8MRfAAAAA3NCSVQICAjb4U/gAAAAKlBMVEX///9mZmbu7u4rKyuqqqrc3NyIiIh2dna6urqYmJgKCgpERERUVFTMzMyYXAR1AAABEElEQVQokYWTjbKEIAiFj4Ioqe//uhdMp11z5zr9APEJnAr4WhGHlfBfUj5hCA8hrIDsG+ke2LkaUb8Cdz+b/+KyAM32LvLd5bncw102WWUzaHSXO7Mzwys+QaQTp94jdbs0u6TOFFEakodTT8ZwPXFk7UWvCTWrIJuM6UL35wVityAn7goi7XKLh/C1mEXTAZX7fHHJkTCSelvjhjC56E/9zHHjCs1cMz2Uhp/mJp1mxqueSQC+bfY51LIkLxF9l5aROOxcrHbcTYh6WNi1B24RgyoxSqo7B9XVe/M7rdctS40xHr+4Z7WV9bg2uHoixfKTGwU+RGC2L37OGfRnvejC90pPBicoy/5/7X+Xi/kHWcEFepsBvzsAAAAASUVORK5CYII=), which can be either conjugate or non-conjugate to the (also arbitrary) base measure ![H](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAA8AAAAMCAMAAACKnBfWAAAAA3NCSVQICAjb4U/gAAAAKlBMVEWIiIj///8AAAAQEBDc3NxUVFSYmJju7u6qqqo7OzvMzMwiIiJmZmZ2dnYOV6IxAAAAXElEQVQImS3NSw4AIQgD0BYE/M39rztCcIF5DaQgua+YM6ALAWYgkZ9OsoyTc8hor5vTle1cJM3aQz68p972Oo88L9cip7Bdi7yrXT2vBO2ZPaTscuDoC93ky+AHt/4B4cVppSYAAAAASUVORK5CYII=). In the case of conjugate kernel / base measure pairs, NIMBLE is able to detect the presence of the conjugacy and use it to improve the performance of the sampler.

To illustrate these capabilities, we consider the estimation of the probability density function of the waiting time between eruptions of the Old Faithful volcano data set available in R.

data(faithful)

The observations ![y_1, \ldots, y_n](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAEIAAAAMCAMAAADh2JvGAAAAA3NCSVQICAjb4U/gAAAAKlBMVEX///+IiIiYmJjc3Nzu7u66urqqqqoyMjJKSkoKCgoiIiJmZmbMzMx2dnZflmBHAAAAr0lEQVQokZWSCw6EIAxE+xcF73/dLdhqdI3RJghheJMOCKBGADLBh7og3HgBsPLB4YooYAWo+KWJP2TSMQTf2wSSJbN/fNj62iKRrOa5tF8NvbbYkSj2dVnTgil28WZKNRBGNBtKJVosLWiWcYqWm2lXN0TVHyWbGbm2IMxPEQ61I+g2vX83pnpY6D0btamJFIHS+lvGf6al9Dj2aDHUHfEcK3lfZCjHGWlPDqGekR9tkgO8IjuHdAAAAABJRU5ErkJggg==)correspond to the second column of the dataframe, and ![n = 272](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAADgAAAALCAMAAAAdtr4vAAAAA3NCSVQICAjb4U/gAAAAKlBMVEX///9mZmYAAADu7u7c3NzMzMyYmJiIiIgXFxc+Pj52dnaqqqq6urpUVFTq5O0CAAAAoUlEQVQokYWRWRLEIAhEQUBc8P7XHZikTPwwdpXLc6FBAY5SRfRhdGHX5KOaN6wAJYXG5JOoEoAkBg3KD0NubL3l7cUi3iUBPwomDwtr9bXyadsTxcD5xQbYIu69hFPvHOoFuHJ4989q278+EFyYkndjW2Mkdm+iLmxhVkhol6p1jx5PU/LCzUvkAltLUf92jbDJFkYJI+PNPbo+PqbxGJN/YXcDzaZNZpEAAAAASUVORK5CYII=).

**Fitting a location-scale mixture of Gaussian distributions using the CRP representation**

**Model specification**

We first consider a location-scale Dirichlet process mixture of normal distributionss fitted to the transformed data ![y_i^{*} = \log (y_i)](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAFIAAAARCAMAAAB5PgtrAAAAA3NCSVQICAjb4U/gAAAAKlBMVEX///9mZmaqqqru7u5PT0+6urrMzMyYmJiIiIgyMjIiIiLc3Nx2dnYICAgmEl5KAAABQElEQVQ4jaWTja6GIAiGFVQw9f5v94Ck/de3HTZXIO8jhDn3P8NX98VSWO436snncnAhPTPjPZLKOeJ37xiYwiMy3SKLv4Qi75n5mfiArJcincvKBVIeeojXQ49IBtAi0JPnGEw+9CMzJFdSkXSQBLg584AMUXqVxAAO1df3nd6M2EXHUpznA8FPow2ZWm8suiZn60ra1VkP1ZL6ejNFUm8uVJflarShPuuT1Iu6296JHckDSQGZJnLqa7/nOhDNjnmGPhsHR2ifPYWxFed0nA6w5H70d5V9PClv19nGvOoLWLjX74kWmKF7Ymh6aCXSB7S2ZFXamE0fi3lh7VVaGqFvQ1FhCsLkMZT+KcGQ6qIjv4W+zUD9Bu31C8Z1E3n9Jhb6wewnY60AYNP3SWIfCgHjDP3G1B/TepLRD711IOsPDzEIEVJXq/wAAAAASUVORK5CYII=):

![  y^{*}_i \mid \mu_i, \sigma^2_i \sim \mbox{N}(\mu_i, \sigma^2_i), \quad (\mu_i, \sigma^2_i) \mid G \sim G, \quad G \mid \alpha, H \sim \mbox{DP}(\alpha, H), \quad i=1,\ldots, n,  ](data:image/png;base64,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)

where ![H](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAA8AAAAMCAMAAACKnBfWAAAAA3NCSVQICAjb4U/gAAAAKlBMVEWIiIj///8AAAAQEBDc3NxUVFSYmJju7u6qqqo7OzvMzMwiIiJmZmZ2dnYOV6IxAAAAXElEQVQImS3NSw4AIQgD0BYE/M39rztCcIF5DaQgua+YM6ALAWYgkZ9OsoyTc8hor5vTle1cJM3aQz68p972Oo88L9cip7Bdi7yrXT2vBO2ZPaTscuDoC93ky+AHt/4B4cVppSYAAAAASUVORK5CYII=)corresponds to a normal-inverse-gamma distribution. This model can be interpreted as providing a Bayesian version of kernel density estimation for ![y^{*}_i](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAA4AAAAQCAMAAAARSr4IAAAAA3NCSVQICAjb4U/gAAAAKlBMVEX////u7u6qqqq6urpmZmYyMjKYmJhPT0/c3NyIiIgiIiIJCQl2dnbMzMxc/vcZAAAAaklEQVQImXVOSQ7EMAhjCyHb/79bk4wyvRQJZGPZQPRVsl6Ea/P65mUzFU/MJmpEsaLDB0UiRWpYWrumoqd/EQNjXHHBqgVgctIArPN/0Ny7UIjdDawa56fB5ClM2cENLyXovI+5ND4RGA+/9wHJzhtfKAAAAABJRU5ErkJggg==)using Gaussian kernels and *adaptive bandwidths*. On the original scale of the data, this translates into an adaptive log-Gaussian kernel density estimate.

Introducing auxiliary variables ![\xi_1, \ldots, \xi_n](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAEAAAAAQCAMAAACROYkbAAAAA3NCSVQICAjb4U/gAAAAKlBMVEX///+YmJiIiIiqqqrc3Ny6urru7u7MzMwiIiJiYmI6OjoQEBB2dnYAAAC0OT3wAAAAtklEQVQ4jZWSCQ7FIAhEWcS997/ut0oX/U1TSBOjkzcZKACtGKw1Ey6n6kz8TEgMIiZ+IYq5g5mQzcovhN+80WAlqGCyOcyEq4FDsyX6yitxlHpx/Www5+VjovjVgOe/lo4ww8DhSEkPh4pKOCLmJmAMdwMsfcIY4f9QUQmRDNA+oC3jrQX3ttRDVIIYpO53TyVeBq9LreIgsm/d6Eu7Ssp9OK97fYmxx6+4R/LMeAo+PHCreCd+d8kDw7mFOPMAAAAASUVORK5CYII=)that indicate which component of the mixture generates each observation, and integrating over the random measure ![G](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAA0AAAAMCAMAAACOacfrAAAAA3NCSVQICAjb4U/gAAAAKlBMVEX///+6urru7u52dnYTExOqqqoAAABmZmaIiIhPT0/MzMwyMjKYmJjc3NwFYgs3AAAAU0lEQVQImU1NCQ7AIAhDi+D5/+/OosvWhLOliBDFgZpTYp9bZYHGoLGTNJgPs7fYaapc9B3q8iFb+U3LevyADpq9nIVzw/G3c6iULh/Xx1FnEQofYgkBQ08PPy8AAAAASUVORK5CYII=), we obtain the CRP representation of the model (Blackwell and MacQueen, 1973):

![  y_i^{*} \mid \{ \tilde{\mu}_k \}, \{ \tilde{\sigma}_k^{2} \} \sim \mbox{N}\left( \tilde{\mu}_{\xi_i}, \tilde{\sigma}^2_{\xi_i} \right), \quad\quad \xi \mid \alpha \sim \mbox{CRP}(\alpha), \quad\quad (\tilde{\mu}_k, \tilde{\sigma}_k^2) \mid H \sim H, \quad\quad i=1,\ldots, n ,  ](data:image/png;base64,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)

where

![  p(\xi \mid \alpha) = \frac{\Gamma(\alpha)}{\Gamma(\alpha + n)} \alpha^{K(\xi)} \prod_k  \Gamma\left(m_k(\xi)\right),  ](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAQMAAAAaCAMAAACEockeAAAAA3NCSVQICAjb4U/gAAAAKlBMVEX///+qqqpmZmaYmJjc3NwAAADMzMw7OzuIiIh2dnbu7u5UVFS6urobGxtqLWz/AAAD9klEQVRYhe1Yi24cIQzEwPLm/3+32IblcbC5RKnSVh0pl13gjMcMBp8Q//GboAFh8OFuC+4HHfoJuCiEkUL4oc3Acfg/CSXxQ8BEWx4GGyu1ENaHppv0k6IJy7v+eMgeivnSp3YgyZLcmCPk0gHUSbpxXn5BNE+OheXpYSwrd5h9s3LuRGRCjUHED1tMOoWNB14hi6B4ahwRYZjaXpeNhHzlYWdpVzH7vsfAi90/k1DUo630bchOvSdFz6Z4lMXH4kGyaBEOMYBocui2raHH6oO/TJ33mh3PGGCT9ej7wZmR1yDQDTR1pGxSak27oemdrTrGQGEMqNHsB8toJBsl3ajsUhcN9BjM37Lsbhp832Pmxe6fSPDq53Gxtpbtebp72mhZ0MVkkACJ9O0P2zAboXM3LQ36Cu/FoO5c/yCDhZfdkFDeAOA4ak7TTD0GTilVH+NhOTcwanyLU1+3iPytap45jlQTzUcx4NG2UtEJPB5HcQj3wovdn0hoA2Uzplj2C5m8xsW6Y4D7uXyNHFWfOLfGTJWm2N0Wgy86EBI/SDeRl7SJ5qMYMAny3WiHVnPx0qulr/Ni9ycSSfjiaNGiYZsuq268PeEQ4WWgzQeNmLwxLfeI0HvClBEnizdQNyZHbGyieSsG7HsS0le20S19nRe7D/M5YsuUYGurLjujr1ebhlKyikzIzJr+GiaLHexfSSa3aN6KQWOEYqL8iw+aDqMXXuz+QgLPJSnr2DkL1jdDGUtlXrR0zMHXu1gsdpBuktJdNJ+JQcAhqLBA5vPQ1wez+zMJSsnlmKXILEd4HViPtppLoensjb1wwmzxCUsM6uKKZS/EbhVlXWSfaiJ44cXuw5TUVMbbaYkdfkXOOb9OQ2EN3nISdkfGu3JxBVcCs8UnrDrIrWOMQWC6lGRwWISSaMrlDNQrL3a/kdD0XzqA+2BSeQpCmyY5pCb5whXPfu/KRbQ6vnAlMFl8wosOqu8u01WqgluRqY5svbwBhPjKi91vJBTdUNttU5BJd9nB4+3Of0iJ23KxGJ3e3rps31hiUBd3hVsTi8DLtOl9nVccPgs00u+phtpDCfCju7vpGrblYo1BqXKAduGxfNxiiUFb3BWvbWUPWK3vvsaL3e8k6P7c81JbvscYhKcCbVsu1hgknIl0+amyWM0xyIdb6ms9VkoCxZfNkRe7P5AA/P0id2lhDR9g0NqG7+MlcVMuBu+9LX9alD2a/NbdBwR7sU2dLxgXdwU8qGvg5RYS4f2L/5vYlottShvK5Tidy8ct6KcDgSdcgRsW90/Fvly8Y4DXeH0uH/8tmCVzz/vnO67afwGe8mb6o6X8fQjny3P49I+lvxu/AGaTGb1JPaCgAAAAAElFTkSuQmCC)

![K(\xi) \le n](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAEQAAAARCAMAAABTjvrEAAAAA3NCSVQICAjb4U/gAAAALVBMVEX///9UVFSqqqru7u7MzMzc3NyIiIiYmJh2dna6uro8PDxmZmYQEBAAAAAiIiKYEm2eAAABMElEQVQ4jY1U67qEIAgUUBRv7/+4K17WOp/tiR8lwQwwVMYcjA6n/8ymAr7duYBVP/SnqBd271lKr8idwvgOdDGFdkiHPs/tce3gEXQdJ9WK6J3/5LoE5+5iw5GfTug5GVfs3jOkpwEbwi6OgZKy3CHTMIFwHcUHJxgm0BWSGla7nYTKyvbfeXz05mrWcWxt5RnN6Div0JCSsx8HXOxY7Y3DiEktRhMIUUtPEQbIBYsDY2GBKIDcaZQWp2jZT6ZNsjcr1yVzxItHKhyMGV1RwaW4XRl3Lt53jHH7onUzWZUPx1RTWtJI2uPzXU1d0QqGhnDVtATimpXclzxqKInfIsLz59NLJTm9OKzqcVn7hEPKC+sw4ly/lN0Qltkn5MWWqkpC4WfqL5Y2JSH2v8MrwAfimQaX1ukHuQAAAABJRU5ErkJggg==)is the number of unique values in the vector ![\xi](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAgAAAAQCAMAAAAcVM5PAAAAA3NCSVQICAjb4U/gAAAAJ1BMVEWqqqr///8JCQnMzMzu7u6YmJhmZmYiIiK6urqIiIjc3Nx2dnYyMjLOLtfaAAAASUlEQVQImS3NCQoAIAgEwPXMrP+/t0QFYVAXQb8wnddPfsSSiJoweh1MDWWdwGbzQh6BFJz6Bhi4DGzJxDdf67huXv2UqKHA3z1j6wFLKyPP8QAAAABJRU5ErkJggg==), and ![m_k(\xi)](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAACkAAAARCAMAAAB3l3UEAAAAA3NCSVQICAjb4U/gAAAAKlBMVEX///+qqqrc3Nx2dnbu7u66urpQUFCYmJjMzMyIiIhmZmYICAgyMjIiIiKpv8HUAAAA4ElEQVQokX1RC5LFIAgDFBE/97/uArXaffu6zNSBEhKDAK+Rv6ZfIsWJcSr9A5Ro0mjJk/YOpOjxrMyR6Lt2UHa86+EyiRiTAGJ5XHwEU991qVBJh813MR454sXP3PesKDC0tP6Vc5l6WdAuywv6KmY1nbISGrQbQKliXaPF6dxAWgnMQ/HcDbdFN2wXJsTGuSnM40GiXnTgdAUz2yYAzVj2gVYPUuWqwyqrcTTE7IV/Mg+0/Hn6Wa6uclgf9+LKJ9BUB9FuZe3zDP4Ke1+RYL3tBDKnT+Az0KgzYsj7k/wA0qwEsxtXL2IAAAAASUVORK5CYII=)is the number of times the ![k](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAkAAAAMCAMAAACHgmeRAAAAA3NCSVQICAjb4U/gAAAAJFBMVEWYmJjc3Ny6urr///8NDQ1UVFQ/Pz92dnZmZmaqqqoiIiLu7u6B9BbbAAAARUlEQVQImTXKCQqAQAxD0aRpO4v3v69Rx0LhwQ+k1VM++Bu/kkdMHaFEjMsqMLywMuKrzD7ybI5XBUUrrE1FPU3bZSzqBlQKAWxeO+HFAAAAAElFTkSuQmCC)-th unique value appears in ![\xi](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAgAAAAQCAMAAAAcVM5PAAAAA3NCSVQICAjb4U/gAAAAJ1BMVEWqqqr///8JCQnMzMzu7u6YmJhmZmYiIiK6urqIiIjc3Nx2dnYyMjLOLtfaAAAASUlEQVQImS3NCQoAIAgEwPXMrP+/t0QFYVAXQb8wnddPfsSSiJoweh1MDWWdwGbzQh6BFJz6Bhi4DGzJxDdf67huXv2UqKHA3z1j6wFLKyPP8QAAAABJRU5ErkJggg==). This specification makes it clear that each observation belongs to any of *at most* ![n](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAoAAAAICAMAAAD3JJ6EAAAAA3NCSVQICAjb4U/gAAAAKlBMVEXc3Nx2dnb///8MDAzu7u6YmJjMzMy6urpmZmYnJydERESqqqpUVFSIiIjlmnCDAAAAPklEQVQImRXKQQ7AMAjEwMUhAZr2/98t3KyRxTbFtQ06+kqwOoM08EmoA/eZHOCdl2hg+XFhvarYrdkrGeIHNIwBLI91lwYAAAAASUVORK5CYII=)normally distributed clusters, and that the CRP distribution corresponds to the prior distribution on the partition structure.

NIMBLE’s specification of this model is given by

code <- nimbleCode({

for(i in 1:n) {

y[i] ~ dnorm(mu[i], var = s2[i])

mu[i] <- muTilde[xi[i]]

s2[i] <- s2Tilde[xi[i]]

}

xi[1:n] ~ dCRP(alpha, size = n)

for(i in 1:n) {

muTilde[i] ~ dnorm(0, var = s2Tilde[i])

s2Tilde[i] ~ dinvgamma(2, 1)

}

alpha ~ dgamma(1, 1)

})

Note that in the model code the length of the parameter vectors muTilde and s2Tilde has been set to ![n](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAoAAAAICAMAAAD3JJ6EAAAAA3NCSVQICAjb4U/gAAAAKlBMVEXc3Nx2dnb///8MDAzu7u6YmJjMzMy6urpmZmYnJydERESqqqpUVFSIiIjlmnCDAAAAPklEQVQImRXKQQ7AMAjEwMUhAZr2/98t3KyRxTbFtQ06+kqwOoM08EmoA/eZHOCdl2hg+XFhvarYrdkrGeIHNIwBLI91lwYAAAAASUVORK5CYII=). We do this because the current implementation of NIMBLE requires that the length of vector of parameters be set in advance and does not allow for their number to change between iterations. Hence, if we are to ensure that the algorithm always performs as intended we need to work with the worst case scenario, i.e., the case where there are as many components as observations. While this ensures that the algorithm always works as intended, it is also somewhat inefficient, both in terms of memory requirements (when ![n](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAoAAAAICAMAAAD3JJ6EAAAAA3NCSVQICAjb4U/gAAAAKlBMVEXc3Nx2dnb///8MDAzu7u6YmJjMzMy6urpmZmYnJydERESqqqpUVFSIiIjlmnCDAAAAPklEQVQImRXKQQ7AMAjEwMUhAZr2/98t3KyRxTbFtQ06+kqwOoM08EmoA/eZHOCdl2hg+XFhvarYrdkrGeIHNIwBLI91lwYAAAAASUVORK5CYII=)is large a large number of unoccupied components need to be maintained) and in terms of computational burden (a large number of parameters that are not required for posterior inference need to be updated at every iteration). When we use a mixture of gamma distributions below, we will show a computational shortcut that improves the efficiency.

Note also that the value of ![\alpha](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAoAAAAICAMAAAD3JJ6EAAAAA3NCSVQICAjb4U/gAAAAKlBMVEWYmJj///92dnbu7u66uroRERHc3NzMzMxERERUVFRmZmaIiIgyMjKqqqq28TPcAAAAPklEQVQImR2JWwIAIQgCGbXssd3/umt9AAMI2JIqSqPDTKqa1WLLQ7R+zymUjYstUHwPy+V3dRu4iH1OstR/JcoBA1dD38sAAAAASUVORK5CYII=)controls the number of components we expect a priori, with larger values of ![\alpha](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAoAAAAICAMAAAD3JJ6EAAAAA3NCSVQICAjb4U/gAAAAKlBMVEWYmJj///92dnbu7u66uroRERHc3NzMzMxERERUVFRmZmaIiIgyMjKqqqq28TPcAAAAPklEQVQImR2JWwIAIQgCGbXssd3/umt9AAMI2JIqSqPDTKqa1WLLQ7R+zymUjYstUHwPy+V3dRu4iH1OstR/JcoBA1dD38sAAAAASUVORK5CYII=)corresponding to a larger number of components occupied by the data. Hence, by assigning a prior to ![\alpha](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAoAAAAICAMAAAD3JJ6EAAAAA3NCSVQICAjb4U/gAAAAKlBMVEWYmJj///92dnbu7u66uroRERHc3NzMzMxERERUVFRmZmaIiIgyMjKqqqq28TPcAAAAPklEQVQImR2JWwIAIQgCGbXssd3/umt9AAMI2JIqSqPDTKqa1WLLQ7R+zymUjYstUHwPy+V3dRu4iH1OstR/JcoBA1dD38sAAAAASUVORK5CYII=)we add flexibility to the model specification. The particular choice of a Gamma prior allows NIMBLE to use a data-augmentation scheme to efficiently sample from the corresponding full conditional distribution. Alternative prior specifications for ![\alpha](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAoAAAAICAMAAAD3JJ6EAAAAA3NCSVQICAjb4U/gAAAAKlBMVEWYmJj///92dnbu7u66uroRERHc3NzMzMxERERUVFRmZmaIiIgyMjKqqqq28TPcAAAAPklEQVQImR2JWwIAIQgCGbXssd3/umt9AAMI2JIqSqPDTKqa1WLLQ7R+zymUjYstUHwPy+V3dRu4iH1OstR/JcoBA1dD38sAAAAASUVORK5CYII=)are possible, in which case the default sampler for this parameter is an adaptive random-walk Metropolis-Hastings algorithm.

**Running the MCMC algorithm**

The following code sets up the data and constants, initializes the parameters, defines the model object, and builds and runs the MCMC algorithm. Because the specification is in terms of a Chinese restaurant process, the default sampler selected by NIMBLE is a collapsed Gibbs sampler (Neal, 2000).

set.seed(1)

# Model Data

lFaithful <- log(faithful$waiting)

standlFaithful <- (lFaithful - mean(lFaithful)) / sd(lFaithful)

data <- list(y = standlFaithful)

# Model Constants

consts <- list(n = length(standlFaithful))

# Parameter initialization

inits <- list(xi = sample(1:10, size=consts$n, replace=TRUE),

muTilde = rnorm(consts$n, 0, sd = sqrt(10)),

s2Tilde = rinvgamma(consts$n, 2, 1),

alpha = 1)

# Model creation and compilation

rModel <- nimbleModel(code, data = data, inits = inits, constants = consts)

## defining model...

## building model...

## setting data and initial values...

## running calculate on model (any error reports that follow may simply reflect missing values in model variables) ...

## checking model sizes and dimensions...

## model building finished.

cModel <- compileNimble(rModel)

## compiling... this may take a minute. Use 'showCompilerOutput = TRUE' to see C++ compiler details.

## compilation finished.

# MCMC configuration, creation, and compilation

conf <- configureMCMC(rModel, monitors = c("xi", "muTilde", "s2Tilde", "alpha"))

mcmc <- buildMCMC(conf)

cmcmc <- compileNimble(mcmc, project = rModel)

## compiling... this may take a minute. Use 'showCompilerOutput = TRUE' to see C++ compiler details.

## compilation finished.

samples <- runMCMC(cmcmc, niter = 7000, nburnin = 2000, setSeed = TRUE)

## running chain 1...

## |-------------|-------------|-------------|-------------|

## |-------------------------------------------------------|

We can extract the samples from the posterior distributions of the parameters and create trace plots, histograms, and any other summary of interest. For example, for the concentration parameter ![\alpha](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAoAAAAICAMAAAD3JJ6EAAAAA3NCSVQICAjb4U/gAAAAKlBMVEWYmJj///92dnbu7u66uroRERHc3NzMzMxERERUVFRmZmaIiIgyMjKqqqq28TPcAAAAPklEQVQImR2JWwIAIQgCGbXssd3/umt9AAMI2JIqSqPDTKqa1WLLQ7R+zymUjYstUHwPy+V3dRu4iH1OstR/JcoBA1dD38sAAAAASUVORK5CYII=)we have:

# Trace plot for the concentration parameter

ts.plot(samples[ , "alpha"], xlab = "iteration", ylab = expression(alpha))
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# Posterior histogram

hist(samples[ , "alpha"], xlab = expression(alpha), main = "", ylab = "Frequency")
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quantile(samples[ , "alpha"], c(0.5, 0.025, 0.975))

## 50% 2.5% 97.5%

## 0.42365754 0.06021512 1.52299639

Under this model, the posterior predictive distribution for a new observation ![\tilde{y}](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAgAAAAPCAMAAADu1H4BAAAAA3NCSVQICAjb4U/gAAAAKlBMVEW6urr////u7u5paWkyMjKqqqqYmJgJCQmIiIjMzMzc3NwiIiJERERUVFStO5/DAAAAU0lEQVQImS2NiQnAMAwDJX95u/+6VdIajAU6ziDNdyFBDlJH4RvFLNWBOeZStwF2J72LibugNaFN8BCCUJhBPn48XrXyF7YjbMaSANalvS8quym8Y1ABdIRAzqoAAAAASUVORK5CYII=), ![p(\tilde{y} \mid y_1, \ldots, y_n)](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAG0AAAARCAMAAADgxtLeAAAAA3NCSVQICAjb4U/gAAAAKlBMVEX///+IiIiYmJhmZmaqqqrc3Ny6urru7u5MTEwyMjJ2dnYKCgrMzMwiIiL+BTHqAAABb0lEQVQ4ja1Vi5KFIAhFRDSz///dBV/5uHun2Y2ZMo7CEUQCmMTDIm4F/iyba4gbYl9jM+vGMQPeBmR6nW115YqeAIh/WfIfYTOp8cMhvcgGh74wJiJlyhoTSjKPlW2Bn8hmEiRrLtHlgQO4AKq5SzIZFrYVfiC7CUoqGaKUojshqWcGI4PtKa5sK/wktM2EcskHqQk6qgIHl2di67A3zxlnT1J+Oc5TLp61lc2fivQVja3BFB+zLZ4kWnWm6YXTVeokGt9H29g6jI/ZFk+yUzVFQU1s5ePkHe6e0tg6nNkcVtR8GnAyccZQ5gGjE1a0vKCUj0W8WicZzq3BmQ3P0vV0o/tQJ6sJS7mXyxUUv9qlNu1Eh2SPtzvDJZPuW7ceJtXECGPs0dy+VZWN4UDRPjtc2IZK24VnEwkpJK7BDAdJJBU+d4zK1mEOQfNJ8EVoNpEYovR7r/GlcOG9zgGSGf9ErV5m2KcvZG1y8aQ5+QE8QwhfsPnEYAAAAABJRU5ErkJggg==), is the optimal density estimator (under squared error loss). Samples for this estimator can be easily computed from the samples generated by our MCMC:

# posterior samples of the concentration parameter

alphaSamples <- samples[ , "alpha"]

# posterior samples of the cluster means

muTildeSamples <- samples[ , grep('muTilde', colnames(samples))]

# posterior samples of the cluster variances

s2TildeSamples <- samples[ , grep('s2Tilde', colnames(samples))]

# posterior samples of the cluster memberships

xiSamples <- samples [ , grep('xi', colnames(samples))]

standlGrid <- seq(-2.5, 2.5, len = 200) # standardized grid on log scale

densitySamplesStandl <- matrix(0, ncol = length(standlGrid), nrow = nrow(samples))

for(i in 1:nrow(samples)){

k <- unique(xiSamples[i, ])

kNew <- max(k) + 1

mk <- c()

li <- 1

for(l in 1:length(k)) {

mk[li] <- sum(xiSamples[i, ] == k[li])

li <- li + 1

}

alpha <- alphaSamples[i]

muK <- muTildeSamples[i, k]

s2K <- s2TildeSamples[i, k]

muKnew <- muTildeSamples[i, kNew]

s2Knew <- s2TildeSamples[i, kNew]

densitySamplesStandl[i, ] <- sapply(standlGrid,

function(x)(sum(mk \* dnorm(x, muK, sqrt(s2K))) +

alpha \* dnorm(x, muKnew, sqrt(s2Knew)) )/(alpha+consts$n))

}

hist(data$y, freq = FALSE, xlim = c(-2.5, 2.5), ylim = c(0,0.75), main = "",

xlab = "Waiting times on standardized log scale")

## pointwise estimate of the density for standardized log grid

lines(standlGrid, apply(densitySamplesStandl, 2, mean), lwd = 2, col = 'black')

lines(standlGrid, apply(densitySamplesStandl, 2, quantile, 0.025), lty = 2, col = 'black')

lines(standlGrid, apply(densitySamplesStandl, 2, quantile, 0.975), lty = 2, col = 'black')
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Recall, however, that this is the density estimate for the logarithm of the waiting time. To obtain the density on the original scale we need to apply the appropriate transformation to the kernel.

lgrid <- standlGrid\*sd(lFaithful) + mean(lFaithful) # grid on log scale

densitySamplesl <- densitySamplesStandl / sd(lFaithful) # density samples for grid on log scale

hist(faithful$waiting, freq = FALSE, xlim = c(40, 100), ylim=c(0, 0.05),

main = "", xlab = "Waiting times")

lines(exp(lgrid), apply(densitySamplesl, 2, mean)/exp(lgrid), lwd = 2, col = 'black')

lines(exp(lgrid), apply(densitySamplesl, 2, quantile, 0.025)/exp(lgrid), lty = 2,

col = 'black')

lines(exp(lgrid), apply(densitySamplesl, 2, quantile, 0.975)/exp(lgrid), lty = 2,

col = 'black')

![](data:image/png;base64,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)

In either case, there is clear evidence that the data has two components for the waiting times.

**Generating samples from the mixing distribution**

While samples from the posterior distribution of linear functionals of the mixing distribution ![G](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAA0AAAAMCAMAAACOacfrAAAAA3NCSVQICAjb4U/gAAAAKlBMVEX///+6urru7u52dnYTExOqqqoAAABmZmaIiIhPT0/MzMwyMjKYmJjc3NwFYgs3AAAAU0lEQVQImU1NCQ7AIAhDi+D5/+/OosvWhLOliBDFgZpTYp9bZYHGoLGTNJgPs7fYaapc9B3q8iFb+U3LevyADpq9nIVzw/G3c6iULh/Xx1FnEQofYgkBQ08PPy8AAAAASUVORK5CYII=)(such as the predictive distribution above) can be computed directly from the realizations of the collapsed sampler, inference for non-linear functionals of ![G](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAA0AAAAMCAMAAACOacfrAAAAA3NCSVQICAjb4U/gAAAAKlBMVEX///+6urru7u52dnYTExOqqqoAAABmZmaIiIhPT0/MzMwyMjKYmJjc3NwFYgs3AAAAU0lEQVQImU1NCQ7AIAhDi+D5/+/OosvWhLOliBDFgZpTYp9bZYHGoLGTNJgPs7fYaapc9B3q8iFb+U3LevyADpq9nIVzw/G3c6iULh/Xx1FnEQofYgkBQ08PPy8AAAAASUVORK5CYII=)requires that we first generate samples from the mixing distribution. In NIMBLE we can get posterior samples from the random measure ![G](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAA0AAAAMCAMAAACOacfrAAAAA3NCSVQICAjb4U/gAAAAKlBMVEX///+6urru7u52dnYTExOqqqoAAABmZmaIiIhPT0/MzMwyMjKYmJjc3NwFYgs3AAAAU0lEQVQImU1NCQ7AIAhDi+D5/+/OosvWhLOliBDFgZpTYp9bZYHGoLGTNJgPs7fYaapc9B3q8iFb+U3LevyADpq9nIVzw/G3c6iULh/Xx1FnEQofYgkBQ08PPy8AAAAASUVORK5CYII=), using the getSamplesDPmeasure function. Note that, in order to get posterior samples from ![G](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAA0AAAAMCAMAAACOacfrAAAAA3NCSVQICAjb4U/gAAAAKlBMVEX///+6urru7u52dnYTExOqqqoAAABmZmaIiIhPT0/MzMwyMjKYmJjc3NwFYgs3AAAAU0lEQVQImU1NCQ7AIAhDi+D5/+/OosvWhLOliBDFgZpTYp9bZYHGoLGTNJgPs7fYaapc9B3q8iFb+U3LevyADpq9nIVzw/G3c6iULh/Xx1FnEQofYgkBQ08PPy8AAAAASUVORK5CYII=), we need to monitor all the random variables involved in its computations, i.e., the membership variable, xi, the cluster parameters, muTilde and s2Tilde, and the concentration parameter, alpha.

The following code generates posterior samples from the random measure ![G](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAA0AAAAMCAMAAACOacfrAAAAA3NCSVQICAjb4U/gAAAAKlBMVEX///+6urru7u52dnYTExOqqqoAAABmZmaIiIhPT0/MzMwyMjKYmJjc3NwFYgs3AAAAU0lEQVQImU1NCQ7AIAhDi+D5/+/OosvWhLOliBDFgZpTYp9bZYHGoLGTNJgPs7fYaapc9B3q8iFb+U3LevyADpq9nIVzw/G3c6iULh/Xx1FnEQofYgkBQ08PPy8AAAAASUVORK5CYII=). The cMCMC object includes the model and posterior samples from the parameters. The getSamplesDPmeasure function estimates a truncation level of ![G](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAA0AAAAMCAMAAACOacfrAAAAA3NCSVQICAjb4U/gAAAAKlBMVEX///+6urru7u52dnYTExOqqqoAAABmZmaIiIhPT0/MzMwyMjKYmJjc3NwFYgs3AAAAU0lEQVQImU1NCQ7AIAhDi+D5/+/OosvWhLOliBDFgZpTYp9bZYHGoLGTNJgPs7fYaapc9B3q8iFb+U3LevyADpq9nIVzw/G3c6iULh/Xx1FnEQofYgkBQ08PPy8AAAAASUVORK5CYII=), namely truncG. The posterior samples are in a matrix with ![(\mbox{truncG} \cdot (p+1))](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAHkAAAARCAMAAADOg/NMAAAAA3NCSVQICAjb4U/gAAAAKlBMVEX///82NjaqqqqIiIi6urqYmJh2dnZmZmbc3NxUVFTMzMwiIiIKCgru7u4mba5rAAABqUlEQVRIia1VCZLEIAhUUKKi///ugkeO0d04VUtV2sRAtxgkxogV8w+2R1IevrRPT4TolwGbJBguNF4HvxOWbBIM0c6vfHiJLb5FHReGinFHObs6uFm5kUyz123y2KIcnkg15UUakx3DaXamZcqP5YC9B9t+uZgRJZfoiJJlYcpeHm0CrN/PixnDg8lNGpXOUwK4r2GpHFPHUCfaBoJ1iYxjpRIlxyLB4qjyACbjKjG1ShIScJEkXpQ9dkzHpeyyYlLlKMpJHy2YkuUURPxDuZI4qXzRzy/KQB3bTVfmp3K/cZ3MtkUin0sAvrMZ606BQ40V4EM5xY6Xcuj6aez2UIauTPwcB8uprHtz3BJd5uyOji1YNeE35baBwspt/cdU240kqH9+qzDAjqVOCHkYOZesF96WIN9YOoEWklZ1mTtJI/HcinGtPA4u+oFtgkiPUa5tDREgMiQ5agazlJghBN/dUM7XL6fqkLhHL7wpB7SZ6pbFMhBnnu+tkvBnO1k2tnjhVuN8MyXJn5OrxtYSbQiwcPjWAFbtfLZCF0rU239mT9ryxg8PT/wBGWMKLFT3L0kAAAAASUVORK5CYII=)columns, where ![p](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAkAAAAMCAMAAACHgmeRAAAAA3NCSVQICAjb4U/gAAAAKlBMVEX////c3NyqqqoiIiJ2dnaYmJgMDAy6urpmZmZJSUnMzMyIiIgyMjLu7u5tqeavAAAASElEQVQImTXLSRLAMAgDwWGx8Zb/fzdQcXRqlQBovlRdQJbaQ0wI3LN3MjNAT6k/MEZCrFp+0FLbaxxbtRUw4ab/iHOxpn1HL0sxARdEg/f/AAAAAElFTkSuQmCC)is the dimension of the vector of parameters with distribution ![G](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAA0AAAAMCAMAAACOacfrAAAAA3NCSVQICAjb4U/gAAAAKlBMVEX///+6urru7u52dnYTExOqqqoAAABmZmaIiIhPT0/MzMwyMjKYmJjc3NwFYgs3AAAAU0lEQVQImU1NCQ7AIAhDi+D5/+/OosvWhLOliBDFgZpTYp9bZYHGoLGTNJgPs7fYaapc9B3q8iFb+U3LevyADpq9nIVzw/G3c6iULh/Xx1FnEQofYgkBQ08PPy8AAAAASUVORK5CYII=)(in this example ![p=2](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAACcAAAAPCAMAAABQgiZcAAAAA3NCSVQICAjb4U/gAAAAKlBMVEX///9lZWXc3Nzu7u6qqqoAAACYmJh2dnaIiIg8PDzMzMwQEBAiIiK6urqvH76IAAAAiUlEQVQokY2RAQ4DIQgEEVAQ9f/fLdTmrmnC2U1EYsYFFOAk1VKOEID4Kv2IUScAq+hpE2MWTLhhHqoHNJ4E66kHrm66QLwHHPuoXGo313fel195aFV074PCJ6/6ccYZLGZ1F/sg73mdU8ncTBFRKSyUuWUYjRqKdCZP96v6H7bOnxeyPtPmvvQCBoUCc86Gh0MAAAAASUVORK5CYII=)).

outputG <- getSamplesDPmeasure(cmcmc)

## compiling... this may take a minute. Use 'showCompilerOutput = TRUE' to see C++ compiler details.

## compilation finished.

## sampleDPmeasure: Approximating the random measure by a finite stick-breaking representation with and error smaller than 1e-10, leads to a truncation level of 33.

if(packageVersion('nimble') <= '0.6-12')

samplesG <- outputG else samplesG <- outputG$samples

The following code computes posterior samples of ![P(\tilde{y} > 70)](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAEYAAAARCAMAAABXeyr5AAAAA3NCSVQICAjb4U/gAAAALVBMVEX////c3NyIiIiqqqoAAACYmJi6urpmZmbu7u5UVFQ3Nzd2dnbMzMwQEBAiIiIdIU2UAAABSklEQVQ4jZVUibLDIAgUERWv///cB5jDHH3TMtPUIKzLgnHuYfnp+tf2eEiBfWUGe6s/ojgP26IFfWLXJ6kzp0IRP6QxNhCTfCKvjrTjFSMVmjIzXAGNn04fQY2dF4yo4dHPjWK5qJwq3LMw3VyWRM51FcXqKHOjG/9Rd09Eicrbpss1tRVGUWMT8voSlDS3WY3gAuspoLnQYAiLcmZ6vpYIckwMB4MpEXUimnHNanVe/pJfE4lXxS3KYAZp3dZd5lOI2e4S5++i0TgGqp0wXWEaH8sVJmtEuIDkutRlRBdtrF85nK2YuE2kieUCcmmXVeI67Iehws6x2+LnBMmTz2mGdOu5UZDp02nYVtmXvog5OSSigQdIvd+yMQfA4yYlP66h3xU4KD7m8Wn87pL5pPTc+mT+5d4gSp3nCH9h+fWbgOAI/Q8fHVX2DwYPBtHCv3aTAAAAAElFTkSuQmCC)using the posterior samples from the random measure ![G](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAA0AAAAMCAMAAACOacfrAAAAA3NCSVQICAjb4U/gAAAAKlBMVEX///+6urru7u52dnYTExOqqqoAAABmZmaIiIhPT0/MzMwyMjKYmJjc3NwFYgs3AAAAU0lEQVQImU1NCQ7AIAhDi+D5/+/OosvWhLOliBDFgZpTYp9bZYHGoLGTNJgPs7fYaapc9B3q8iFb+U3LevyADpq9nIVzw/G3c6iULh/Xx1FnEQofYgkBQ08PPy8AAAAASUVORK5CYII=). Note that these samples are computed based on the transformed model and a value larger than 70 corresponds to a value larger than 0.03557236 on the above defined grid.

if(packageVersion('nimble') >= '0.6.13')

truncG <- outputG$trunc # truncation level for G

weightIndex <- grep('weight', colnames(samplesG))

muTildeIndex <- grep('muTilde', colnames(samplesG))

s2TildeIndex <- grep('s2Tilde', colnames(samplesG))

probY70 <- rep(0, nrow(samples)) # posterior samples of P(y.tilde > 70)

for(i in seq\_len(nrow(samples))) {

probY70[i] <- sum(samplesG[i, weightIndex] \*

pnorm(0.03557236, mean = samplesG[i, muTildeIndex],

sd = sqrt(samplesG[i, s2TildeIndex]), lower.tail = FALSE))

}

hist(probY70, xlab = "Probability", ylab = "P(yTilde > 70 | data)" , main = "" )
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**Fitting a mixture of gamma distributions using the CRP representation**

NIMBLE is not restricted to using Gaussian kernels in DPM models. In the case of the Old Faithful data, an alternative to the mixture of Gaussian kernels on the logarithmic scale that we presented in the previous section is a (scale-and-shape) mixture of Gamma distributions on the *original* scale of the data.

**Model specification**

In this case, the model takes the form
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where ![H](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAA8AAAAMCAMAAACKnBfWAAAAA3NCSVQICAjb4U/gAAAAKlBMVEWIiIj///8AAAAQEBDc3NxUVFSYmJju7u6qqqo7OzvMzMwiIiJmZmZ2dnYOV6IxAAAAXElEQVQImS3NSw4AIQgD0BYE/M39rztCcIF5DaQgua+YM6ALAWYgkZ9OsoyTc8hor5vTle1cJM3aQz68p972Oo88L9cip7Bdi7yrXT2vBO2ZPaTscuDoC93ky+AHt/4B4cVppSYAAAAASUVORK5CYII=)corresponds to the product of two independent Gamma distributions. The following code provides the NIMBLE specification for the model:

code <- nimbleCode({

for(i in 1:n) {

y[i] ~ dgamma(shape = beta[i], scale = lambda[i])

beta[i] <- betaTilde[xi[i]]

lambda[i] <- lambdaTilde[xi[i]]

}

xi[1:n] ~ dCRP(alpha, size = n)

for(i in 1:50) { # only 50 cluster parameters

betaTilde[i] ~ dgamma(shape = 71, scale = 2)

lambdaTilde[i] ~ dgamma(shape = 2, scale = 2)

}

alpha ~ dgamma(1, 1)

})

Note that in this case the vectors betaTilde and lambdaTilde have length ![50 \ll n = 272](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAGIAAAAMCAMAAACuhZgWAAAAA3NCSVQICAjb4U/gAAAAKlBMVEX///9mZmYAAADu7u7c3NyYmJiqqqqIiIjMzMy6uroXFxdBQUF2dnZUVFTt/6luAAABOUlEQVQ4jaVTi47EIAhEURAf//+7B9b62Fy7lxzJ2p2oDMMIgLQolQCAY2T4VzA7p59GKWhMDJR9jn0fQNznrTCX71H15wpA9hZtYiC8DmT7+vNSLMGW9CcGLJoh+QC9F3HhmyL07F62O1RoLIOwBqEaHymyloI+ddGSFgaKFFWSdIo884EUTZbKypgCm6j8KoV8rzjEHZsvsd0U91ZqKje03X8BV63WAd2MXdcoyX1gk4MnRatoSfAs0ZRTeRNRr5qSO3BvjU+nF90BWTaMQoz80Qu7NjYd7xjNclUB2VxaL6q/o1h2+8UEZEyXtl8aJVoSWprRjBvb6+Vmk6es+1zUZtPT1outejRkeJSRWAeOcTZjYmRmowEmqmdjzAzsTFfdxubkaRDxGjn7a6bt+CVCE2OiL8fe4wdf3Qe6UI/0ywAAAABJRU5ErkJggg==). This is done to reduce the computational and storage burdens associated with the sampling algorithm. You could think about this approach as truncating the process, except that it can be thought of as an \*exact\* truncation. Indeed, under the CRP representation, using parameter vector(s) with a length that is shorter than the number of observations in the sample will lead to a proper algorithm as long as the number of components instatiated by the sampler is strictly lower than the length of the parameter vector(s) for every iteration of the sampler.

**Running the MCMC algorithm**

The following code sets up the model data and constants, initializes the parameters, defines the model object, and builds and runs the MCMC algorithm for the mixture of Gamma distributions. Note that, when building the MCMC, a warning message about the number of cluster parameters is generated. This is because the lengths of betaTilde and lambdaTilde are smaller than ![n](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAoAAAAICAMAAAD3JJ6EAAAAA3NCSVQICAjb4U/gAAAAKlBMVEXc3Nx2dnb///8MDAzu7u6YmJjMzMy6urpmZmYnJydERESqqqpUVFSIiIjlmnCDAAAAPklEQVQImRXKQQ7AMAjEwMUhAZr2/98t3KyRxTbFtQ06+kqwOoM08EmoA/eZHOCdl2hg+XFhvarYrdkrGeIHNIwBLI91lwYAAAAASUVORK5CYII=). Also, note that no error message is generated during execution, which indicates that the number of clusters required never exceeded the maximum of 50.

data <- list(y = faithful$waiting)

set.seed(1)

inits <- list(xi = sample(1:10, size=consts$n, replace=TRUE),

betaTilde = rgamma(50, shape = 71, scale = 2),

lambdaTilde = rgamma(50, shape = 2, scale = 2),

alpha = 1)

rModel <- nimbleModel(code, data = data, inits = inits, constants = consts)

## defining model...

## building model...

## setting data and initial values...

## running calculate on model (any error reports that follow may simply reflect missing values in model variables) ...

## checking model sizes and dimensions...

## model building finished.

cModel <- compileNimble(rModel)

## compiling... this may take a minute. Use 'showCompilerOutput = TRUE' to see C++ compiler details.

## compilation finished.

conf <- configureMCMC(rModel, monitors = c("xi", "betaTilde", "lambdaTilde", "alpha"))

mcmc <- buildMCMC(conf)

## Warning in samplerFunction(model = model, mvSaved = mvSaved, target = target, : sampler\_CRP: The number of cluster parameters is less than the number of potential clusters. The MCMC is not strictly valid if ever it proposes more components than cluster parameters exist; NIMBLE will warn you if this occurs.

cmcmc <- compileNimble(mcmc, project = rModel)

## compiling... this may take a minute. Use 'showCompilerOutput = TRUE' to see C++ compiler details.

## compilation finished.

samples <- runMCMC(cmcmc, niter = 7000, nburnin = 2000, setSeed = TRUE)

## running chain 1...

## |-------------|-------------|-------------|-------------|

## |-------------------------------------------------------|

In this case we use the posterior samples of the parameters to construct a trace plot and estimate the posterior distribution of ![\alpha](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAoAAAAICAMAAAD3JJ6EAAAAA3NCSVQICAjb4U/gAAAAKlBMVEWYmJj///92dnbu7u66uroRERHc3NzMzMxERERUVFRmZmaIiIgyMjKqqqq28TPcAAAAPklEQVQImR2JWwIAIQgCGbXssd3/umt9AAMI2JIqSqPDTKqa1WLLQ7R+zymUjYstUHwPy+V3dRu4iH1OstR/JcoBA1dD38sAAAAASUVORK5CYII=):

# Trace plot of the posterior samples of the concentration parameter

ts.plot(samples[ , 'alpha'], xlab = "iteration", ylab = expression(alpha))
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# Histogram of the posterior samples for the concentration parameter

hist(samples[ , 'alpha'], xlab = expression(alpha), ylab = "Frequency", main = "")
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**Generating samples from the mixing distribution**

As before, we obtain samples from the posterior distribution of ![G](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAA0AAAAMCAMAAACOacfrAAAAA3NCSVQICAjb4U/gAAAAKlBMVEX///+6urru7u52dnYTExOqqqoAAABmZmaIiIhPT0/MzMwyMjKYmJjc3NwFYgs3AAAAU0lEQVQImU1NCQ7AIAhDi+D5/+/OosvWhLOliBDFgZpTYp9bZYHGoLGTNJgPs7fYaapc9B3q8iFb+U3LevyADpq9nIVzw/G3c6iULh/Xx1FnEQofYgkBQ08PPy8AAAAASUVORK5CYII=)using the getSamplesDPmeasure function.

outputG <- getSamplesDPmeasure(cmcmc)

## compiling... this may take a minute. Use 'showCompilerOutput = TRUE' to see C++ compiler details.

## compilation finished.

## sampleDPmeasure: Approximating the random measure by a finite stick-breaking representation with and error smaller than 1e-10, leads to a truncation level of 28.

if(packageVersion('nimble') <= '0.6-12')

samplesG <- outputG else samplesG <- outputG$samples

We use these samples to create an estimate of the density of the data along with a pointwise 95% credible band:

if(packageVersion('nimble') >= '0.6.13')

truncG <- outputG$trunc # truncation level for G

grid <- seq(40, 100, len = 200)

weightSamples <- samplesG[ , grep('weight', colnames(samplesG))]

betaTildeSamples <- samplesG[ , grep('betaTilde', colnames(samplesG))]

lambdaTildeSamples <- samplesG[ , grep('lambdaTilde', colnames(samplesG))]

densitySamples <- matrix(0, ncol = length(grid), nrow = nrow(samples))

for(iter in seq\_len(nrow(samples))) {

densitySamples[iter, ] <- sapply(grid, function(x)

sum( weightSamples[iter, ] \* dgamma(x, shape = betaTildeSamples[iter, ],

scale = lambdaTildeSamples[iter, ])))

}

hist(faithful$waiting, freq = FALSE, xlim = c(40,100), ylim = c(0, .05), main = "",

ylab = "", xlab = "Waiting times")

lines(grid, apply(densitySamples, 2, mean), lwd = 2, col = 'black')

lines(grid, apply(densitySamples, 2, quantile, 0.025), lwd = 2, lty = 2, col = 'black')

lines(grid, apply(densitySamples, 2, quantile, 0.975), lwd = 2, lty = 2, col = 'black')
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Again, we see that the density of the data is bimodal, and looks very similar to the one we obtained before.

**Fitting a DP mixture of Gammas using a stick-breaking representation**

**Model specification**

An alternative representation of the Dirichlet process mixture uses the stick-breaking representation of the random distribution ![G](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAA0AAAAMCAMAAACOacfrAAAAA3NCSVQICAjb4U/gAAAAKlBMVEX///+6urru7u52dnYTExOqqqoAAABmZmaIiIhPT0/MzMwyMjKYmJjc3NwFYgs3AAAAU0lEQVQImU1NCQ7AIAhDi+D5/+/OosvWhLOliBDFgZpTYp9bZYHGoLGTNJgPs7fYaapc9B3q8iFb+U3LevyADpq9nIVzw/G3c6iULh/Xx1FnEQofYgkBQ08PPy8AAAAASUVORK5CYII=)(Sethuraman, 1994). NIMBLE allows us to specify an approximation that involves a truncation of the Dirichlet process to a finite number of atoms, ![L](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAsAAAAMCAMAAACDd7esAAAAA3NCSVQICAjb4U/gAAAAJ1BMVEUICAj////c3NyIiIju7u7MzMxUVFRmZmYiIiKYmJiqqqo7Ozt2dnaRq3TNAAAASElEQVQImUXMSw4AIQgD0BYQ/Mz9zzuCia54TRtAsgVcjQQzwPKUtfN6xTPmtZx5eZx52b0oaYxiQ2ZJf7mZ9Wtsm3aoxtrlD00CAS7MakUnAAAAAElFTkSuQmCC). The resulting model therefore reduces to a finite mixture with ![L](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAsAAAAMCAMAAACDd7esAAAAA3NCSVQICAjb4U/gAAAAJ1BMVEUICAj////c3NyIiIju7u7MzMxUVFRmZmYiIiKYmJiqqqo7Ozt2dnaRq3TNAAAASElEQVQImUXMSw4AIQgD0BYQ/Mz9zzuCia54TRtAsgVcjQQzwPKUtfN6xTPmtZx5eZx52b0oaYxiQ2ZJf7mZ9Wtsm3aoxtrlD00CAS7MakUnAAAAAElFTkSuQmCC)components and a very particular prior on the weights of the mixture components.

Introducing auxiliary variables, ![z_1, \ldots, z_n](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAEIAAAAMCAMAAADh2JvGAAAAA3NCSVQICAjb4U/gAAAAJ1BMVEX///+IiIiYmJjc3Nzu7u66urqqqqoYGBjMzMx2dnZERERaWloyMjJvesj5AAAAm0lEQVQokZWSiw6DEQyFT6t1f//nHX62YZGRSNMe51NRAJKzwOJmrZbgKYUrwmYxgJo7xG6xNRWiC4idCSytGC4Qj+WTll3d/D9iWPoiip7fCMOtaPqBHkfgyWKIrC2KKNglDAS71iK7fp2bQxOHRTUCeequXWVOn7OIZKHTODwIPRBWMQqS/6ppinXejmO6iOUdgbeuxR8Iv8UX8xMCipVFeoEAAAAASUVORK5CYII=), that indicate which component generated each observation, the corresponding model for the mixture of Gamma densities discussed in the previous section takes the form

![  y_i \mid \{ {\beta}_k^{\star} \}, \{ {\lambda}_k^{\star} \}, z_i \sim \mbox{Gamma}\left( {\beta}_{z_i}^{\star}, {\lambda}_{z_i}^{\star} \right), \quad\quad \boldsymbol{z} \mid \boldsymbol{w} \sim \mbox{Discrete}(\boldsymbol{w}), \quad\quad ({\beta}_k^{\star}, {\lambda}_k^{\star}) \mid H \sim H ,  ](data:image/png;base64,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)

where ![H](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAA8AAAAMCAMAAACKnBfWAAAAA3NCSVQICAjb4U/gAAAAKlBMVEWIiIj///8AAAAQEBDc3NxUVFSYmJju7u6qqqo7OzvMzMwiIiJmZmZ2dnYOV6IxAAAAXElEQVQImS3NSw4AIQgD0BYE/M39rztCcIF5DaQgua+YM6ALAWYgkZ9OsoyTc8hor5vTle1cJM3aQz68p972Oo88L9cip7Bdi7yrXT2vBO2ZPaTscuDoC93ky+AHt/4B4cVppSYAAAAASUVORK5CYII=)is again the product of two independent Gamma distributions,

![  w_1=v_1, \quad\quad w_l=v_l\prod_{m=1}^{l-1}(1-v_m), \quad l=2, \ldots, L-1,\quad\quad w_L=\prod_{m=1}^{L-1}(1-v_m)  ](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAhsAAAAoCAMAAABgiMilAAAAA3NCSVQICAjb4U/gAAAAKlBMVEX///+qqqpmZmaIiIiYmJg4ODjc3NzMzMxUVFQAAAB2dnbu7u66urobGxunN2BNAAAEUklEQVR4nO2a63qsKgyG5ayi93+7GwQcDhKJy+nsGXl/tLVCTD4iRB6G4QsgIrrQjH3MkS9FCbrE178koaLRBZl/J7C/YpXJ5S9JyEh8xX8nsD9Cr9k/fkhCoeOrPDA9YMH3+G7ImP0jlvDbxBDTJMaNdVrnIU37LDdmvHkmwdt0gu83o+g0sg9on8k3zDxrEEl4Qb4PM0/K/WHHSdm0Z7PFxpTmBrfjqLkoTEBQ8K6eqrcYo3DfFDUBmYF1GkEin8kVc6XJoYSX5Pss5BWcGRCeVNlJbkg7VIozXHALuN6SqjH7klHEo1i+0EegnUaQyDds8+4cZ+ku4TX5PksSnJrj3FhGEZWms5v+68N5DNic1jJH28JHIVYcAU4yWKfbSeTTdCV8jEuOl4Qn8i3ErEYLNcUsvDJu7cZ85TqlzXxuPEv8Oj4oQOZDv0cF2FxrN7W9oyeob2aJQHdxudE6Tpvle+STSq7uVRHg++DaMWzp0ma+MN4anDzNjWO/oY84oNxwrjVXlxJuisqN1nFylu+Rbxm4mfiEmbVTuegO9+2YaSex88ah+dx2abw1uLArVpf52G8C5PjLVuGnRbRLwIFyY0DmRm2cDr28TT77PGuCn2ym2nZSojdcI/OAGN54aNEaXBjjyDIZAyoxnaDyL/6IarmxgdlS9Iu8PPYLW29EQha74Bm3yWerPXuPwJup21R70uaIyLyqlmbB+J7I14OrmU5YgCKxWm5sD8JMnOvWWNbsIXMjErLYBc8t3ySfMhMfH30Ir3W4mKlsu80v3IZrbD7sfZezYDAeWpwG52ev8P4DMu9+xxDwHQiDWfq5GEO69TtFui+a6vKFy41knOJd8CtrSqN89jF09PIB425LoahNa+URmxfV0iwYDy1Og/Ozl/ZBAZs33rRknBBGiJswGK9GYOqzamiKSSmZ3rtKdvBrv0u2AeTV3HBOXxGy3AVPuU0+xoiibNsgA+eEmZOoDW/4lMrNA6WZNx5anE+K3lMnLxPTXP1cdKaXxTQ1PjsVRl2PgJLaxKDXyfLq6ovN9Je/q9m6MkZFbTskOH1FyHIXPOVO+fIuLW3y8u4cqADMWiTBpa986gWDSrIEs1zZasbnhv2Bj2AH7oozfMUNvwte4w3yoXIDYdWT7X1DLZLgXq+8nh3y5elpvgXMcmXSg2xqOEnwEezAXXGGr7hR7IKnvEG+bD8abnM+CeWke99gC55Miskr7wnBkVY/TG+qh8U+QbsSAB/BDtwVZxjvRrkLnvEG+VD+te8cXzAuJjcDynUi0St/kPhDtTqo47r+QwRwV5zhNwj5Zvk+y7b3Mtj6w8DiVz7QMsM9li5fp9P5P/FtRwg7f8fJecrOk8Gciew8C/g8ZefRfNPZ0s7bwJ+n7DwE/HnKzlPAn6fsPAfsecrOY0Cfp+w8Bux5ys5zqJ6n7HRq5yk7HU95nrLTcZTnKTsdR3mestMp6B8pHcN/N/cg5ZOD2ukAAAAASUVORK5CYII=)

with ![v_l \mid \alpha\sim \mbox{Beta}(1, \alpha), l=1, \ldots, L-1](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAPgAAAARCAMAAADHRJFzAAAAA3NCSVQICAjb4U/gAAAAKlBMVEX///+YmJhMTEyqqqrc3NxmZmYyMjJ2dnaIiIgICAju7u7MzMy6uroiIiLsb/I7AAAClUlEQVRYhcVX2XbrIAxECIxY/P+/W/altqid9p6rhyQWeDyjzUSIq6kb3+fmPlz7D6Yf7lPGnkRG0m6T2S3SGmNt/ybmXltJHwT1qXAhZJZ1zDfAugOSFAfy0aOcZZ/EQ9yZt9s647DeCoeZ74qpEpYHOhiAsFQLsuI2EHdG52aRx/qNcFgxTaldZFkvC3rTNDzEHa+9hIIVMFannCt03EUA8P2u5QFZ+Jk/CQlFkJYie0eofXIe96wHrvST+/SCtVfCLW6XM5byKtYFzTOoC5cqM+O1S4lIJWgS896Q+aVEn7HNlLxlPeHClORNi78TrrYtXrGCoChU3WXcpGgY7ULzW1l+9s054z55VSINugpPsUiR8PqO9YyLU8R7i+tug9Yb4bBr8YF1JN5qQm7C88sFehcYjBpp3lBL3ceNYEMIRlbhMXv+gCFrZT3j+mme7Vr8lXBZQOt8kc16IxWsXGBTdrounysPzpbwLMJI78ya8ajEiDYok3AV5YCTnPAFN0xjaNfir4TbTFCxcAXLp7rANJyaXw8N85gu60GeIzFNOImQ1bh8EzrrU7mrns+F9YKLAyxmoFL9Zamrcg7ij04FK822pEn2gaA7kfgRy5efFEW4SbMktXRs/tjrSuWcHoDCVbZFZR0kCy5B96tjM0ZXCEXzV7+st2MpKV54DboBTBEaA6FVXyBELzRw58h2ZJWqwiTtJjWCMSGoPOcLr8PGARHngLvgpnA3v0b2xPoNok6vNsTaZV50dMZXqj7Y42/DqjZNmecHmB+Nwnylrlwk4+dsu/UFzjCCzvEPha8n2HBZLoG5+lnbbn2BM8ybfyIc5zPU5TzlzL1/g/fx4gPb/pN8a1Pfusv7hRg/a9utL3CE+AL87w8ctuobGQAAAABJRU5ErkJggg==). The following code provides the NIMBLE specification for the model:

code <- nimbleCode(

{

for(i in 1:n) {

y[i] ~ dgamma(shape = beta[i], scale = lambda[i])

beta[i] <- betaStar[z[i]]

lambda[i] <- lambdaStar[z[i]]

z[i] ~ dcat(w[1:Trunc])

}

for(i in 1:(Trunc-1)) { # stick-breaking variables

v[i] ~ dbeta(1, alpha)

}

w[1:Trunc] <- stick\_breaking(v[1:(Trunc-1)]) # stick-breaking weights

for(i in 1:Trunc) {

betaStar[i] ~ dgamma(shape = 71, scale = 2)

lambdaStar[i] ~ dgamma(shape = 2, scale = 2)

}

alpha ~ dgamma(1, 1)

}

)

Note that the truncation level ![L](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAsAAAAMCAMAAACDd7esAAAAA3NCSVQICAjb4U/gAAAAJ1BMVEUICAj////c3NyIiIju7u7MzMxUVFRmZmYiIiKYmJiqqqo7Ozt2dnaRq3TNAAAASElEQVQImUXMSw4AIQgD0BYQ/Mz9zzuCia54TRtAsgVcjQQzwPKUtfN6xTPmtZx5eZx52b0oaYxiQ2ZJf7mZ9Wtsm3aoxtrlD00CAS7MakUnAAAAAElFTkSuQmCC)of ![G](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAA0AAAAMCAMAAACOacfrAAAAA3NCSVQICAjb4U/gAAAAKlBMVEX///+6urru7u52dnYTExOqqqoAAABmZmaIiIhPT0/MzMwyMjKYmJjc3NwFYgs3AAAAU0lEQVQImU1NCQ7AIAhDi+D5/+/OosvWhLOliBDFgZpTYp9bZYHGoLGTNJgPs7fYaapc9B3q8iFb+U3LevyADpq9nIVzw/G3c6iULh/Xx1FnEQofYgkBQ08PPy8AAAAASUVORK5CYII=)has been set to a value Trunc, which is to be defined in the constants argument of the nimbleModel function.

**Running the MCMC algorithm**

The following code sets up the model data and constants, initializes the parameters, defines the model object, and builds and runs the MCMC algorithm for the mixture of Gamma distributions. When a stick-breaking representation is used, a blocked Gibbs sampler is assigned (Ishwaran, 2001; Ishwaran and James, 2002).

data <- list(y = faithful$waiting)

set.seed(1)

consts <- list(n = length(faithful$waiting), Trunc = 50)

inits <- list(betaStar = rgamma(consts$Trunc, shape = 71, scale = 2),

lambdaStar = rgamma(consts$Trunc, shape = 2, scale = 2),

v = rbeta(consts$Trunc-1, 1, 1),

z = sample(1:10, size = consts$n, replace = TRUE),

alpha = 1)

rModel <- nimbleModel(code, data = data, inits = inits, constants = consts)

## defining model...

## building model...

## setting data and initial values...

## running calculate on model (any error reports that follow may simply reflect missing values in model variables) ...

## checking model sizes and dimensions...

## model building finished.

cModel <- compileNimble(rModel)

## compiling... this may take a minute. Use 'showCompilerOutput = TRUE' to see C++ compiler details.

## compilation finished.

conf <- configureMCMC(rModel, monitors = c("w", "betaStar", "lambdaStar", 'z', 'alpha'))

mcmc <- buildMCMC(conf)

cmcmc <- compileNimble(mcmc, project = rModel)

## compiling... this may take a minute. Use 'showCompilerOutput = TRUE' to see C++ compiler details.

## compilation finished.

samples <- runMCMC(cmcmc, niter = 24000, nburnin = 4000, setSeed = TRUE)

## running chain 1...

## |-------------|-------------|-------------|-------------|

## |-------------------------------------------------------|

Using the stick-breaking approximation automatically provides an approximation, ![G_L](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAABUAAAAPCAMAAAA8hHRZAAAAA3NCSVQICAjb4U/gAAAALVBMVEX////u7u66urp2dnaqqqoQEBA1NTVmZmYAAADMzMxUVFSIiIiYmJjc3NwiIiI6ViGlAAAAdUlEQVQYlW2OWQ7EMAhDIRBIyXL/43YIzShd/INkMH4ALlaiiinBJrTqg/LNzHGTZHelXlvazPYPHps7FN7Cwh9uLzPIlMVLD9HZvW5LkIw+h0V1KhfmwvUXXYOWbfUp1cYQD6h9dIP8gvii8reED3gd3MzgBC4oAf7WcEqRAAAAAElFTkSuQmCC), of the random distribution ![G](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAA0AAAAMCAMAAACOacfrAAAAA3NCSVQICAjb4U/gAAAAKlBMVEX///+6urru7u52dnYTExOqqqoAAABmZmaIiIhPT0/MzMwyMjKYmJjc3NwFYgs3AAAAU0lEQVQImU1NCQ7AIAhDi+D5/+/OosvWhLOliBDFgZpTYp9bZYHGoLGTNJgPs7fYaapc9B3q8iFb+U3LevyADpq9nIVzw/G3c6iULh/Xx1FnEQofYgkBQ08PPy8AAAAASUVORK5CYII=). The following code computes posterior samples of ![G_L](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAABUAAAAPCAMAAAA8hHRZAAAAA3NCSVQICAjb4U/gAAAALVBMVEX////u7u66urp2dnaqqqoQEBA1NTVmZmYAAADMzMxUVFSIiIiYmJjc3NwiIiI6ViGlAAAAdUlEQVQYlW2OWQ7EMAhDIRBIyXL/43YIzShd/INkMH4ALlaiiinBJrTqg/LNzHGTZHelXlvazPYPHps7FN7Cwh9uLzPIlMVLD9HZvW5LkIw+h0V1KhfmwvUXXYOWbfUp1cYQD6h9dIP8gvii8reED3gd3MzgBC4oAf7WcEqRAAAAAElFTkSuQmCC)using posterior samples from the samples object, and from them, a density estimate for the data.

betaStarSamples <- samples[ , grep('betaStar', colnames(samples))]

lambdaStarSamples <- samples[ , grep('lambdaStar', colnames(samples))]

weightSamples <- samples[ , grep('w', colnames(samples))]

grid <- seq(40, 100, len = 200)

densitySamples <- matrix(0, ncol = length(grid), nrow = nrow(samples))

for(i in 1:nrow(samples)) {

densitySamples[i, ] <- sapply(grid, function(x)

sum(weightSamples[i, ] \* dgamma(x, shape = betaStarSamples[i, ],

scale = lambdaStarSamples[i, ])))

}

hist(faithful$waiting, freq = FALSE, xlab = "Waiting times", ylim=c(0,0.05),

main = '')

lines(grid, apply(densitySamples, 2, mean), lwd = 2, col = 'black')

lines(grid, apply(densitySamples, 2, quantile, 0.025), lwd = 2, lty = 2, col = 'black')

lines(grid, apply(densitySamples, 2, quantile, 0.975), lwd = 2, lty = 2, col = 'black')
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As expected, this estimate looks identical to the one we obtained through the CRP representation of the process.

**More information and future development**

Please see our [User Manual](https://r-nimble.org/documentation) for more details.

We’re in the midst of improvements to the existing BNP functionality as well as adding additional Bayesian nonparametric models, such as hierarchical Dirichlet processes and Pitman-Yor processes, so please add yourself to our [announcement](https://groups.google.com/forum/#!forum/nimble-announce) or [user support/discussion](https://groups.google.com/forum/#!forum/nimble-users) Google groups.
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